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1. Introduction

These notes are an analysis of the OGF Data Format Specification Language (DFDL), in
public comment this spring [1]. The DFDL defines a language to describe non-XML data,
which is embedded in annotations in an XML Schema (XSD) [10]. The DFDL defines both a
data model (which is a subset of the XML Infoset [2]) and an abstract parser [1].

In earlier work, the Defuddle parser implemented elements of the DFDL standard as it was

defined at the time [5, 6, 8, 9]. In addition to implementing a version of the DFDL, Defuddle

has explored semantic extensions [4, 7]. Defuddle is available at:
http://sourceforge.net/projects/defuddle/

With the release of the draft standard, it is now necessarily and possible to analyze the
Defuddle software to discern how it matches the Version 1 specification. This note
summarizes our analysis.

DFDL Conformance

The DFDL Working Group has not formally defined “conformance” for the specification, nor
produced normative test cases to date.

Since DFDL is conceptually similar to XML Schema [10], conformance requirements will
probably be similar. Conformance for XSD is a complex issue, involving behavior of parsers,
platform dependent data representations, and reference to other standards (e.g., URI,
XPath [3], XML [11], etc.).

Our conclusion is that, at this time, there is no clear definition of formal conformance.
Therefore, we cannot formally assess Defuddle’s conformance to the DFDL standard. This
document is a best effort to informally assess conformance.

DFDL Implementations

There are no announced implementations of the DFDL standard. The working group has
been creating one or more implementations as part of its work, and partial
implementations have been discussed in the past. However, the draft standard has been

released for comment without any identified reference implementation.

Therefore, it is not possible to directly compare Defuddle to any other DFDL
implementation at this time.

2. Analysis of DFDL and Defuddle



This section discusses specific points where Defuddle does not (or may not) agree with the
DFDL specification.

2.1. Logical Parser Requirements: Push-back parser

The DFDL specification provides a push back parser. Specifically, the DFDL logical parser is
defined to be a “recursive-descent parser with guided, potentially unbounded lookahead”
(DFDL, section 9.1).

There are at least two levels where this functionality comes into play:
1) Uncertainty points:

These correspond to XSD constructs 'choices' {cite XML standard?} and a special DFDL
construct called 'unordered sequences.' Choices allow the parser to branch between
several possible options for the next element, and backtracks as necessary if a given option
cannot be parsed, whether this is discovered immediately or after parsing several nested
elements. Unordered sequences are a mixed between XSD:choice and XSD:all, allowing an
element to contain one or more of a group of nested sub-elements.

PROVIDED BY DEFUDDLE: Defuddle implements the behavior for choices.

[t is unknown if Defuddle currently provides unordered sequences, but it seems plausible
to implement it in the current architecture.

2) Terminators/separators, last element in a array:

Although not explicitly stated in the specification, some examples of IBM DFDL
implementation show cases like this:

Given data of the form
c:/folder/folder/folder/file
the goal is to parse into an XML model something like this:

<drive>
<folder/>
<folder/>
<folder/>
<file/>

</drive>

The DFDL annotation would like to express this relationship with a grammar where 'folder"
is defined in DFDL as an element with a post-fix separator '/'. DFDL is capable of



differentiating a file_name from a folder_name after noticing the missing '/' after the
file_name. This would be represented in a grammar such as:

FOLDER_LIST := folder_name '/' FOLDER_LIST | file_name
folder_name := [a-z]+
file_name := [a-z]+

PROVIDED BY DEFUDDLE: Defuddle does not implement this capability for parsing input
data. Given that Defuddle is built on top of an XML parser (i.e.,, DOM {cite} (7)), it is not
clear how it could be extended to use multiple look-aheads or push-back at points other
than XSD:choice.

Summary: Defuddle implements the semanitcs of XSD “choice”, and could probably be
extended to implement the DFDL extension “Unordered sequence”. Defuddle does not
implement recursive parsing for data, and it would not be easy to extend it to do so because
the DOM parser is not designed to support it.

2.2. Document Tree Addressing of Comment Blocks

The DFDL language is embedded in XSD annotations. Certain DFDL constructs (such as
layers and variables) define elements that need to be addressed via Xpath names. For
example,

The Xerces implementation of DOM creates a tree of Java objects corresponding to the XML
information model. XPaths refer to objects in this tree, which can be relative (i.e., to ‘., the
current node).

However, XML annotations and comments are implemented as nodes, but the nodes do not
have a location in the tree of java objects. Since these objects do not appear in the output,
they are not normally involved in Xpaths.

Since all DFDL constructs are in annotations, they have no path (i.e., they cannot be
addressed within the java code) and also cannot be related to relative paths (i.e., they
cannot successfully use relative paths in the Java code).

The upshot is that several features cannot be completely implemented in Defuddle,
including:

* Hidden layers (section 2.5) - cannot be addressed

¢ Variables and computed values (section 2.4) cannot be addressed

2.3. Unparsing

“Unparsing” means translating from XML into a non-XML data file, as defined by a DFDL
schema. lL.e., the reverse of parsing as described above.



DFDL allows translating an XML document to a format described by a DFDL schema, and
includes several constructs to specify the behavior during unparsing, such as default
values, whether to include last terminator, what to do with empty elements, etc.

PROVIDED BY DEFUDDLE: Defuddle does not implement unparsing, nor the constructs
used to control unparsing. We have not evaluated how (or whether) unparsing could be
done in Defuddle, so the scope of work is unknown but suspected to be very large.

2.4. Variables

DFDL includes user-defined variables and mechanisms for assigning values or using them
in XPath expressions.

PROVIDED BY DEFUDDLE: Variables are partly implemented in Defuddle. Defuddle
includes some pre-defined variables, such as 'counter’.

However, due to the inability to address them (see 2.2 above), they cannot be used for most
cases.

2.5. Hidden nodes
In DFDL, an XML element can be defined inside an annotation as hidden. The element is
ignored by XSD validators and is not output as part of the parsed XML document. However,

it is parsed and considered as present during the processing of the original input file.

PROVIDED BY DEFUDDLE: Yes, this is equivalent to the 'representation layer' construct in
Defuddle.

2.6, Assertions, Discriminators

These are XPath expressions evaluated before or after parsing an element that can be used
as validation or to guide the parser in points of uncertainty.

PROVIDED BY DEFUDDLE: Probably not. Conceivably, these could be implemented,
provided that Defuddle is enhance with a full implementation of XPath (see note at the
end).

2.7. Trimming, padding

DFDL allows to specify padding characters and trimming to left, right or center both in text
and binary modes.

PROVIDED BY DEFUDDLE: No. It could reasonably be added.

2.8. Empty elements, defaults



The DFDL defines the behavior of empty elements and defaults.
PROVIDED BY DEFUDDLE: No.
2.9. Terminators, separators

The DFDL specification defines syntax to describe initiators, separators, and terminators;
and also specifies the behavior of the parser.

PROVIDED BY DEFUDDLE: Defuddle implements a different syntax and behavior.
2.10. Validation

DFDL compliant software is supposed to validate generated XML against their schemas,
using the different XSD facilities to specify allowable values. It is unclear whether this
validation has any effect on the parsing (would finding an illegal value trigger a push-
back?).

PROVIDED BY DEFUDDLE: Probably not. However, it is trivial to add a posteriori
validation.

Note: Interestingly, there is not 'unordered sequences' in XSD. There is a similar construct
called "all'. Documents that contain unordered sequences will not validate against their
schema by a regular XML validator, unless DFDL reorders the elements before output, but
all elements would still be required, so why not just use 'all' ("all' is not supported by
DFDL)?

2.11. Recursion

Neither DFDL nor Defuddle (possibly?) provides for elements defined recursively. This
seems an important omission since many common data formats allow recursion (YAML,
XML itself). There is nothing in the syntax of the language that would have to be added, and
since the DFDL specification does not include a formal semantics nor parsing algorithms,
one is left to wonder why recursion was specifically excluded.

2.12. Expression evaluation and Xpath

Note: Currently Defuddle uses an in-house, partial implementation of XPath to evaluate
expressions. Eventually a fully compliant, freely available XPath engine could be
incorporated.

3. Summary and Conclusion

The Defuddle parser implements many of the concepts of the DFDL draft standard, though

it does not follow the syntax closely. Many of the features of the DFDL specification are
only partly implemented.



In addition, the Defuddle parser itself suffers from deficiencies due to the JAXME parser
that it builds on.

Defuddle was a very useful and successful experiment, especially as a platform for
exploring semantic extensions [4, 7]. However, it would take substantial effort to bring it
into conformance with the DFDL draft specification. Given the known problems with the
Defuddle parser and JAXME, it is not clear that it would be worth the effort to try to modify
Defuddle.
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